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**Experiment No. 3**

**AIM:** Implement and Analyze time and space complexity of finding minimum and maximum element of an array using divide and conquer strategy.

**THEORY:** The goal of this experiment is to find the **minimum and maximum elements** in an array using a **divide and conquer approach**, rather than scanning the entire array linearly.

In the **naive (brute-force)** method, we compare each element of the array to determine the minimum and maximum, which takes **O(n)** time with **2(n−1)** comparisons.

However, the **Divide and Conquer** approach reduces the number of comparisons by splitting the array into two halves, recursively finding the min and max of each half, and then combining the results with only two additional comparisons.  
This approach also uses **O(n)** time, but with fewer comparisons, i.e., approximately **3n/2 − 2** comparisons.

* **Time Complexity**: O(n)
* **Space Complexity**: O(log n) due to the recursive stack in divide and conquer.

This method is especially useful in systems with constraints on the number of comparisons or in recursive environments.

### ****ALGORITHM****:

#### ****1. Start****

* Begin the program.

#### ****2. Define a Function:****

* find\_min\_max(arr, low, high):
  + Takes the array and its starting (low) and ending (high) indices.
  + Returns a pair (min, max).

#### ****3. Base Cases:****

* **If low == high** (only one element):
  + Return (arr[low], arr[low]) → both min and max are the same.
* **If high == low + 1** (two elements):
  + Compare them and return the smaller as min and the larger as max.

#### ****4. Recursive Case:****

* Find the middle index: mid = (low + high) // 2
* Recursively find min and max for:
  + Left half: find\_min\_max(arr, low, mid)
  + Right half: find\_min\_max(arr, mid + 1, high)
* Combine the results:
  + Overall min = min(left\_min, right\_min)
  + Overall max = max(left\_max, right\_max)

#### ****5. Input the Array:****

* Read array elements and size n.

#### ****6. Call the Recursive Function:****

* Call find\_min\_max(arr, 0, n - 1).

#### ****7. Display the Result:****

* Print the minimum and maximum values returned by the function.

#### ****8. End****

* End the program.

**CODE:**

#include <stdio.h>

struct Pair

{

    int min;

    int max;

};

struct Pair find\_min\_max(int arr[], int low, int high)

{

    struct Pair result;

    if (low == high || low + 1 == high)

    {

        if (arr[low] <= arr[high])

        {

            result.min = arr[low];

            result.max = arr[high];

        }

        else

        {

            result.min = arr[high];

            result.max = arr[low];

        }

    }

    else

    {

        int mid;

        struct Pair beg, end;

        mid = low + (high - low) / 2;

        beg = find\_min\_max(arr, low, mid);

        end = find\_min\_max(arr, mid + 1, high);

        if (beg.min <= end.min)

            result.min = beg.min;

        else

            result.min = end.min;

        if (beg.max >= end.max)

            result.max = beg.max;

        else

            result.max = end.max;

    }

    return result;

}

int main()

{

    int i, n;

    printf("Enter number of elements: ");

    scanf("%d", &n);

    int arr[n];

    printf("Enter integer array elements:");

    for (i = 0; i < n; i++)

    {

        scanf("%d", &arr[i]);

    }

    struct Pair result = find\_min\_max(arr, 0, n - 1);

    printf("Minimum is %d\nMaximum is %d", result.min, result.max);

    return 0;

}

**OUTPUT:**

**![](data:image/png;base64,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)**

**POST LAB QUESTIONS**

1. If the input size is very small (e.g., 2 or 3 elements), is it still worth using divide and conquer? Why or why not?

**Ans.** No,it’s not worth it because of Overhead of recursion outweighs benefits as s simple linear scan is faster for such small arrays.

1. Can this method be extended to find the second smallest or second largest element? Explain.

**Ans.** Yes, but needs modification to tack two values: (min, second\_min) and (max, second\_max) during comparisons. The complexity remains O(n) but logic becomes more complex to handle ties and updates efficiently.

1. If the array has an odd number of elements, how does the algorithm handle the middle element? Explain with an example.

**Ans.** The algorithm includes the middle element naturally because of recursive splitting.

**Example:**

arr = [6, 2, 4, 7, 9] (n=5)

low=0, high=4 → mid=2

Left = [6, 2, 4]

Right = [7, 9]

Middle element arr[2] = 4 is in the left partition and processed normally.

**CONCLUSION:**

For very small inputs, the recursion overhead makes this approach inefficient. The algorithm can be adapted to find the second smallest or largest element, but it requires additional logic. When the array size is odd, the algorithm naturally splits it into two sub-arrays, with one containing the middle element, ensuring the final result remains accurate.